**Javascript concepts**

**Object.seal( ) In JavaScript**

**Object and Object Constructors in JavaScript?**  
In the living world of object-oriented programming we already know the importance of classes and objects but unlike other programming languages, JavaScript does not have the traditional classes as seen in other languages. But JavaScript has objects and constructors which work mostly in the same way to perform the same kind of operations.

* Constructors are general JavaScript functions which are used with the “new” keyword. Constructors are of two types in JavaScript i.e. built-in constructors(array and object) and custom constructors(define properties and methods for specific objects).
* Constructors can be useful when we need a way to create an object “type” that can be used multiple times without having to redefine the object every time and this could be achieved using the Object Constructor function**. It’s a convention to capitalize the name of constructors** to distinguish them from regular functions.

For instance, consider the following code:

filter\_none

brightness\_5

|  |
| --- |
| function Automobile(color) {    this.color=color;  }    var vehicle1 = new Automobile ("red"); |

The function “Automobile()” is an object constructor, and its properties and methods i.e “color” is declared inside it by prefixing it with the keyword “this”. Objects defined using an object constructor are then made instants using the keyword “new”.

When new Automobile() is called, JavaScript does two things:

1. It creates a fresh new object(instance) Automobile() and assigns it to a variable.
2. It sets the constructor property i.e “color” of the object to Automobile.

**Object.seal() Method**  
Among the Object constructor methods, there is a method Object.seal() which is used to seal an object. Sealing an object does not allow new properties to be added and marks all existing properties as non-configurable. Although values of present properties can be changed as long as they are writable.  
The object to be sealed is passed as an argument and the method returns the object which has been sealed.

**Difference between Object.freeze() Method and Object.seal() Method**

If an object is frozen using the Object.freeze() method then its **properties become immutable** and no changes can be made in them whereas if an object is sealed using the Object.seal() method then the **changes can be made**`in the existing properties of the object.

**Applications:**

* Object.seal() is used for sealing objects and arrays.
* Object.freeze() is used to make an object immutable.

**Syntax:**

Object.seal(obj)

***Parameters Used:***

1. *obj : It is the object which has to be sealed.*

***Return Value:*** *Object.sealed() returns the object that was passed to the function.*

**Decorators**[**#**](http://www.typescriptlang.org/docs/handbook/decorators.html#decorators)

A *Decorator* is a special kind of declaration that can be attached to a [class declaration](http://www.typescriptlang.org/docs/handbook/decorators.html#class-decorators), [method](http://www.typescriptlang.org/docs/handbook/decorators.html#method-decorators), [accessor](http://www.typescriptlang.org/docs/handbook/decorators.html#accessor-decorators), [property](http://www.typescriptlang.org/docs/handbook/decorators.html#property-decorators), or [parameter](http://www.typescriptlang.org/docs/handbook/decorators.html#parameter-decorators). Decorators use the form @expression, where expression must evaluate to a function that will be called at runtime with information about the decorated declaration.

**Decorator Composition**[**#**](http://www.typescriptlang.org/docs/handbook/decorators.html#decorator-composition)

Multiple decorators can be applied to a declaration, as in the following examples:

* On a single line:
* @f @g x
* On multiple lines:
* @f
* @g

x

When multiple decorators apply to a single declaration, their evaluation is similar to [function composition in mathematics](http://en.wikipedia.org/wiki/Function_composition). In this model, when composing functions f and g, the resulting composite (f ∘ g)(x) is equivalent to f(g(x)).

As such, the following steps are performed when evaluating multiple decorators on a single declaration in TypeScript:

1. The expressions for each decorator are evaluated top-to-bottom.
2. The results are then called as functions from bottom-to-top.

If we were to use [decorator factories](http://www.typescriptlang.org/docs/handbook/decorators.html#decorator-factories), we can observe this evaluation order with the following example:

**function** **f**() {

console.log("f(): evaluated");

**return** **function** (target, propertyKey: string, descriptor: PropertyDescriptor) {

console.log("f(): called");

}

}

**function** **g**() {

console.log("g(): evaluated");

**return** **function** (target, propertyKey: string, descriptor: PropertyDescriptor) {

console.log("g(): called");

}

}

**class** C {

@f()

@g()

method() {}

}

Which would print this output to the console:

f(): evaluated

g(): evaluated

g(): called

f(): called

**Class Decorators**[**#**](http://www.typescriptlang.org/docs/handbook/decorators.html#class-decorators)

A *Class Decorator* is declared just before a class declaration. The class decorator is applied to the constructor of the class and can be used to observe, modify, or replace a class definition.

The expression for the class decorator will be called as a function at runtime, with the constructor of the decorated class as its only argument.

If the class decorator returns a value, it will replace the class declaration with the provided constructor function.

NOTE  Should you choose to return a new constructor function, you must take care to maintain the original prototype. The logic that applies decorators at runtime will **not** do this for you.

The following is an example of a class decorator (@sealed) applied to the Greeter class:

@sealed

**class** Greeter {

greeting: string;

**constructor**(message: string) {

**this**.greeting = message;

}

greet() {

**return** "Hello, " + **this**.greeting;

}

}

We can define the @sealed decorator using the following function declaration:

**function** **sealed**(**constructor**: Function) {

Object.seal(**constructor**);

Object.seal(**constructor**.prototype);

}

Next we have an example of how to override the constructor.

**function** **classDecorator**<**T** **extends** {**new**(...args:any[]):{}}>(**constructor**:T) {

**return** **class** extends **constructor** {

newProperty = "new property";

hello = "override";

}

}

@classDecorator

**class** Greeter {

property = "property";

hello: string;

**constructor**(m: string) {

**this**.hello = m;

}

}

console.log(**new** Greeter("world"));

output:-

Greeter {

property: 'property',

hello: 'override',

newProperty: 'new property' }

## Method Decorators [#](http://www.typescriptlang.org/docs/handbook/decorators.html#method-decorators)

A Method Decorator is declared just before a method declaration. The decorator is applied to the Property Descriptor for the method, and can be used to observe, modify, or replace a method definition. A method decorator cannot be used in a declaration file, on an overload, or in any other ambient context (such as in a declare class).

The expression for the method decorator will be called as a function at runtime, with the following three arguments:

1. Either the constructor function of the class for a static member, or the prototype of the class for an instance member.
2. The name of the member.
3. The Property Descriptor for the member.

NOTE  The Property Descriptor will be undefined if your script target is less than ES5.

If the method decorator returns a value, it will be used as the Property Descriptor for the method.

NOTE  The return value is ignored if your script target is less than ES5.

The following is an example of a method decorator (@enumerable) applied to a method on the Greeter class:

**class** Greeter {

greeting: string;

**constructor**(message: string) {

**this**.greeting = message;

}

@enumerable(false)

greet() {

**return** "Hello, " + **this**.greeting;

}

}

We can define the @enumerable decorator using the following function declaration:

**function** **enumerable**(value: boolean) {

**return** **function** (target: any, propertyKey: string, descriptor: PropertyDescriptor) {

descriptor.enumerable = value;

};

}

The @enumerable(false) decorator here is a [decorator factory](http://www.typescriptlang.org/docs/handbook/decorators.html#decorator-factories). When the @enumerable(false) decorator is called, it modifies the enumerable property of the property descriptor.

Example:-

function enumerable(value: boolean) {

return function (target: any, propertyKey: string, descriptor: PropertyDescriptor) {

console.log(target,propertyKey,descriptor)

descriptor.enumerable = value;

};

}

class Greeter {

greeting: string;

constructor(message: string) {

this.greeting = message;

}

@enumerable(false)

greet() {

return "Hello, " + this.greeting;

}

}

var kk=new Greeter("kk");

console.log(kk.greet())

output:-

Greeter {} 'greet' { value: [Function: greet],

writable: true,

enumerable: false,

configurable: true }

Hello, kk

# Polyfills

In web development, a polyfill is code that implements a feature on web browsers that do not support the feature.

**[Babel](https://javascript.info/polyfills" \l "babel)**

When we use modern features of the language, some engines may fail to support such code. Just as said, not all features are implemented everywhere.

Here Babel comes to the rescue.

[Babel](https://babeljs.io/) is a [transpiler](https://en.wikipedia.org/wiki/Source-to-source_compiler). It rewrites modern JavaScript code into the previous standard.

Actually, there are two parts in Babel:

1. First, the transpiler program, which rewrites the code. The developer runs it on their own computer. It rewrites the code into the older standard. And then the code is delivered to the website for users. Modern project build system like [webpack](http://webpack.github.io/) provide means to run transpiler automatically on every code change, so that very easy to integrate into development process.
2. Second, the polyfill.

New language features may include new built-in functions and syntax constructs. The transpiler rewrites the code, transforming syntax constructs into older ones. But as for new built-in functions, we need to implement them. JavaScript is a highly dynamic language, scripts may add/modify any functions, so that they behave according to the modern standard.

A script that updates/adds new functions is called “polyfill”. It “fills in” the gap and adds missing implementations.

Two interesting polyfills are:

* + [babel polyfill](https://babeljs.io/docs/usage/polyfill/) that supports a lot, but is big.
  + [polyfill.io](http://polyfill.io/) service that allows to load/construct polyfills on-demand, depending on the features we need.

So, if we’re going to use modern language features, a transpiler and a polyfill are necessary.

## **Examples**

sessionStorage is available in all the latest browsers (IE8 and upwards) but isn't in IE7 and below.

A polyfill can be used to [plug the support](http://gist.github.com/350433) for older browsers that don't provide sessionStorage.

Now with the polyfiller in place, as a developer I can rely on using the Web Storage API (for sessions) and not have to feature test in my code or fork to handle different situations.

# Mixins

In JavaScript we can only inherit from a single object. There can be only one [[Prototype]] for an object. And a class may extend only one other class.

But sometimes that feels limiting. For instance, I have a class StreetSweeper and a class Bicycle, and want to make a StreetSweepingBicycle.

Or, talking about programming, we have a class User and a class EventEmitter that implements event generation, and we’d like to add the functionality of EventEmitter to User, so that our users can emit events.

There’s a concept that can help here, called “mixins”.

As defined in Wikipedia, a [mixin](https://en.wikipedia.org/wiki/Mixin) is a class that contains methods for use by other classes without having to be the parent class of those other classes.

In other words, a mixin provides methods that implement a certain behavior, but we do not use it alone, we use it to add the behavior to other classes.

## [A mixin example](https://javascript.info/mixins" \l "a-mixin-example)

The simplest way to make a mixin in JavaScript is to make an object with useful methods, so that we can easily merge them into a prototype of any class.

For instance here the mixin sayHiMixin is used to add some “speech” for User:

// mixin

let sayHiMixin = {

sayHi() {

alert(`Hello ${this.name}`);

},

sayBye() {

alert(`Bye ${this.name}`);

}

};

// usage:

class User {

constructor(name) {

this.name = name;

}

}

// copy the methods

Object.assign(User.prototype, sayHiMixin);

// now User can say hi

new User("Dude").sayHi(); // Hello Dude!

There’s no inheritance, but a simple method copying. So User may inherit from another class and also include the mixin to “mix-in” the additional methods, like this:

class User extends Person {

// ...

}

Object.assign(User.prototype, sayHiMixin);

Mixins can make use of inheritance inside themselves.

For instance, here sayHiMixin inherits from sayMixin:

let sayMixin = {

say(phrase) {

alert(phrase);

}

};

let sayHiMixin = {

\_\_proto\_\_: sayMixin, // (or we could use Object.create to set the prototype here)

sayHi() {

// call parent method

super.say(`Hello ${this.name}`);

},

sayBye() {

super.say(`Bye ${this.name}`);

}

};

class User {

constructor(name) {

this.name = name;

}

}

// copy the methods

Object.assign(User.prototype, sayHiMixin);

// now User can say hi

new User("Dude").sayHi(); // Hello Dude!

Please note that the call to the parent method super.say() from sayHiMixin looks for the method in the prototype of that mixin, not the class.

## [EventMixin](https://javascript.info/mixins" \l "eventmixin)

Now let’s make a mixin for real life.

An important feature of many browser objects (not only) is that they can generate events. Events is a great way to “broadcast information” to anyone who wants it. So let’s make a mixin that allows to easily add event-related functions to any class/object.

* The mixin will provide a method .trigger(name, [...data]) to “generate an event” when something important happens to it. The name argument is a name of the event, optionally followed by additional arguments with event data.
* Also the method .on(name, handler) that adds handler function as the listener to events with the given name. It will be called when an event with the given name triggers, and get the arguments from .trigger call.
* …And the method .off(name, handler) that removes handler listener.

After adding the mixin, an object user will become able to generate an event "login" when the visitor logs in. And another object, say, calendar may want to listen to such events to load the calendar for the logged-in person.

Or, a menu can generate the event "select" when a menu item is selected, and other objects may assign handlers to react on that event. And so on.

Here’s the code:

let eventMixin = {

/\*\*

\* Subscribe to event, usage:

\* menu.on('select', function(item) { ... }

\*/

on(eventName, handler) {

if (!this.\_eventHandlers) this.\_eventHandlers = {};

if (!this.\_eventHandlers[eventName]) {

this.\_eventHandlers[eventName] = [];

}

this.\_eventHandlers[eventName].push(handler);

},

/\*\*

\* Cancel the subscription, usage:

\* menu.off('select', handler)

\*/

off(eventName, handler) {

let handlers = this.\_eventHandlers && this.\_eventHandlers[eventName];

if (!handlers) return;

for (let i = 0; i < handlers.length; i++) {

if (handlers[i] === handler) {

handlers.splice(i--, 1);

}

}

},

/\*\*

\* Generate an event with the given name and data

\* this.trigger('select', data1, data2);

\*/

trigger(eventName, ...args) {

if (!this.\_eventHandlers || !this.\_eventHandlers[eventName]) {

return; // no handlers for that event name

}

// call the handlers

this.\_eventHandlers[eventName].forEach(handler => handler.apply(this, args));

}

};

* .on(eventName, handler) – assigns function handler to run when the event with that name happens. Technically, there’s \_eventHandlers property, that stores an array of handlers for each event name. So it just adds it to the list.
* .off(eventName, handler) – removes the function from the handlers list.
* .trigger(eventName, ...args) – generates the event: all handlers from \_eventHandlers[eventName] are called, with a list of arguments ...args.

Usage:

// Make a class

class Menu {

choose(value) {

this.trigger("select", value);

}

}

// Add the mixin with event-related methods

Object.assign(Menu.prototype, eventMixin);

let menu = new Menu();

// add a handler, to be called on selection:

menu.on("select", value => alert(`Value selected: ${value}`));

// triggers the event => the handler above runs and shows:

// Value selected: 123

menu.choose("123");

Now if we’d like any code to react on menu selection, we can listen to it with menu.on(...).

And eventMixin mixin makes it easy to add such behavior to as many classes as we’d like, without interfering with the inheritance chain.

We can use mixins as a way to augment a class by multiple behaviors, like event-handling as we have seen above.

Mixins may become a point of conflict if they occasionally overwrite existing class methods. So generally one should think well about the naming methods of a mixin, to minimize the probability of that.

# Async/await

There’s a special syntax to work with promises in a more comfortable fashion, called “async/await”. It’s surprisingly easy to understand and use.

## [Async functions](https://javascript.info/async-await" \l "async-functions)

Let’s start with the async keyword. It can be placed before a function, like this:

async function f() {

return 1;

}

The word “async” before a function means one simple thing: a function always returns a promise. Even If a function actually returns a non-promise value, prepending the function definition with the “async” keyword directs JavaScript to automatically wrap that value in a resolved promise.

For instance, the code above returns a resolved promise with the result of 1, let’s test it:

async function f() {

return 1;

}

f().then(alert); // 1

…We could explicitly return a promise, that would be the same as:

async function f() {

return Promise.resolve(1);

}

f().then(alert); // 1

So, async ensures that the function returns a promise, and wraps non-promises in it. Simple enough, right? But not only that. There’s another keyword, await, that works only inside async functions, and it’s pretty cool.

## [Await](https://javascript.info/async-await" \l "await)

The syntax:

// works only inside async functions

let value = await promise;

The keyword await makes JavaScript wait until that promise settles and returns its result.

Here’s an example with a promise that resolves in 1 second:

async function f() {

let promise = new Promise((resolve, reject) => {

setTimeout(() => resolve("done!"), 1000)

});

let result = await promise; // wait till the promise resolves (\*)

alert(result); // "done!"

}

f();

The function execution “pauses” at the line (\*) and resumes when the promise settles, with result becoming its result. So the code above shows “done!” in one second.

Let’s emphasize: await literally makes JavaScript wait until the promise settles, and then go on with the result. That doesn’t cost any CPU resources, because the engine can do other jobs meanwhile: execute other scripts, handle events etc.

It’s just a more elegant syntax of getting the promise result than promise.then, easier to read and write.

**await won’t work in the top-level code**

People who are just starting to use await tend to forget the fact that we can’t use await in top-level code. For example, this will not work:

// syntax error in top-level code

let response = await fetch('/article/promise-chaining/user.json');

let user = await response.json();

We can wrap it into an anonymous async function, like this:

(async () => {

let response = await fetch('/article/promise-chaining/user.json');

let user = await response.json();

...

})();

**await accepts “thenables”**

Like promise.then, await allows to use thenable objects (those with a callable then method). The idea is that a 3rd-party object may not be a promise, but promise-compatible: if it supports .then, that’s enough to use with await.

Here’s a demo Thenable class, the await below accepts its instances:

class Thenable {

constructor(num) {

this.num = num;

}

then(resolve, reject) {

alert(resolve);

// resolve with this.num\*2 after 1000ms

setTimeout(() => resolve(this.num \* 2), 1000); // (\*)

}

};

async function f() {

// waits for 1 second, then result becomes 2

let result = await new Thenable(1);

alert(result);

}

f();

If await gets a non-promise object with .then, it calls that method providing native functions resolve, reject as arguments. Then await waits until one of them is called (in the example above it happens in the line (\*)) and then proceeds with the result.

# **JavaScript Object Accessors**

## **avaScript Function or Getter?**

What is the differences between these two examples?

### **Example 1**

var person = {  
  firstName: "John",  
  lastName : "Doe",  
  fullName : function() {  
    return this.firstName + " " + this.lastName;  
  }  
};  
  
// Display data from the object using a method:  
document.getElementById("demo").innerHTML = person.fullName();

### **Example 2**

var person = {  
  firstName: "John",  
  lastName : "Doe",  
  get fullName() {  
    return this.firstName + " " + this.lastName;  
  }  
};  
  
// Display data from the object using a getter:  
document.getElementById("demo").innerHTML = person.fullName;

Example 1 access fullName as a function: person.fullName().

Example 2 access fullName as a property: person.fullName.

## **Object.defineProperty()**

The Object.defineProperty() method can also be used to add Getters and Setters:

### **Example**

// Define object  
var obj = {counter : 0};  
  
// Define setters  
Object.defineProperty(obj, "reset", {  
  get : function () {this.counter = 0;}  
});  
Object.defineProperty(obj, "increment", {  
  get : function () {this.counter++;}  
});  
Object.defineProperty(obj, "decrement", {  
  get : function () {this.counter--;}  
});  
Object.defineProperty(obj, "add", {  
  set : function (value) {this.counter += value;}  
});  
Object.defineProperty(obj, "subtract", {  
  set : function (value) {this.counter -= value;}  
});  
  
// Play with the counter:  
obj.reset;  
obj.add = 5;  
obj.subtract = 1;  
obj.increment;  
obj.decrement;

# **JavaScript Object Constructors**

### **Example**

function Person(first, last, age, eye) {  
  this.firstName = first;  
  this.lastName = last;  
  this.age = age;  
  this.eyeColor = eye;  
}

It is considered good practice to name constructor functions with an upper-case first letter.

## **Object Types (Blueprints) (Classes)**

Sometimes we need a "**blueprint**" for creating many objects of the same "type".

The way to create an "object type", is to use an **object constructor function**.

In the example above, function Person() is an object constructor function.

Objects of the same type are created by calling the constructor function with the new keyword:

var myFather = new Person("John", "Doe", 50, "blue");  
var myMother = new Person("Sally", "Rally", 48, "green");

Note:- Math is a global object. The new keyword cannot be used on Math.

# **JavaScript Object Prototypes**

## **Prototype Inheritance**

All JavaScript objects inherit properties and methods from a prototype:

* Date objects inherit from Date.prototype
* Array objects inherit from Array.prototype
* Person objects inherit from Person.prototype

The Object.prototype is on the top of the prototype inheritance chain:

Date objects, Array objects, and Person objects inherit from Object.prototype.

## **Adding Properties and Methods to Objects**

Sometimes you want to add new properties (or methods) to all existing objects of a given type.

Sometimes you want to add new properties (or methods) to an object constructor.

## **Using the prototype Property**

The JavaScript prototype property allows you to add new properties to object constructors:

### **Example**

function Person(first, last, age, eyecolor) {  
  this.firstName = first;  
  this.lastName = last;  
  this.age = age;  
  this.eyeColor = eyecolor;  
}  
  
Person.prototype.nationality = "English";

The JavaScript prototype property also allows you to add new methods to objects constructors:

### **Example**

function Person(first, last, age, eyecolor) {  
  this.firstName = first;  
  this.lastName = last;  
  this.age = age;  
  this.eyeColor = eyecolor;  
}  
  
Person.prototype.name = function() {  
  return this.firstName + " " + this.lastName;  
};

### **ES5 New Object Methods**

// Adding or changing an object property  
Object.defineProperty(object, property, descriptor)  
  
// Adding or changing many object properties  
Object.defineProperties(object, descriptors)  
  
// Accessing Properties  
Object.getOwnPropertyDescriptor(object, property)  
  
// Returns all properties as an array  
Object.getOwnPropertyNames(object)  
  
// Returns enumerable properties as an array  
Object.keys(object)  
  
// Accessing the prototype  
Object.getPrototypeOf(object)  
  
// Prevents adding properties to an object  
Object.preventExtensions(object)  
// Returns true if properties can be added to an object  
Object.isExtensible(object)  
  
// Prevents changes of object properties (not values)  
Object.seal(object)  
// Returns true if object is sealed  
Object.isSealed(object)  
  
// Prevents any changes to an object  
Object.freeze(object)  
// Returns true if object is frozen  
Object.isFrozen(object)

## **Changing a Property Value**

### **Syntax**

Object.defineProperty(object, property, {value : value})

Ex-

Object.defineProperty(person, "language", {value : "NO"});

## **Changing Meta Data**

ES5 allows the following property meta data to be changed:

writable : true      // Property value can be changed  
enumerable : true    // Property can be enumerated  
configurable : true  // Property can be reconfigured

## **Listing All Properties**
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## **Listing Enumerable Properties**
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## **Adding Getters and Setters**

The Object.defineProperty() method can also be used to add Getters and Setters:

### **Example**

//Create an object  
var person = {firstName:"John", lastName:"Doe"};  
  
// Define a getter  
Object.defineProperty(person, "fullName", {  
  get : function () {return this.firstName + " " + this.lastName;}  
});

## Nesting Functions in Normal Functions

The first example of this anti-pattern is nesting a function inside a normal function. Here is an oversimplified example:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | function foo(a, b) {      function bar() {          return a + b;      }        return bar();  }    foo(1, 2); |

You may not write this exact code, but it's important to recognize the pattern. An outer function, foo(), contains an inner function, bar(), and calls that inner function to do work. Many developers forget that functions are values in JavaScript. When you declare a function in your code, the JavaScript engine creates a corresponding function object—a value that can be assigned to a variable or passed to another function. The act of creating a function object resembles that of any other type of value; the JavaScript engine doesn't create it until it needs to. So in the case of the above code, the JavaScript engine doesn't create the inner bar() function until foo() executes. When foo() exits, the bar() function object is destroyed.

The fact that foo() has a name implies it will be called multiple times throughout the application. While one execution of foo() would be considered OK, subsequent calls cause unnecessary work for the JavaScript engine because it has to recreate a bar() function object for every foo() execution. So, if you call foo() 100 times in an application, the JavaScript engine has to create and destroy 100 bar()function objects. Big deal, right? The engine has to create other local variables within a function every time it's called, so why care about functions?

*Unlike other types of values, functions typically don't change; a function is created to perform a specific task. So it doesn’t make much sense to waste CPU cycles recreating a somewhat static value over and over again.*

Ideally, the bar() function object in this example should only be created once, and that's easy to achieve—although naturally, more complex functions may require extensive refactoring. The idea is to move the bar() declaration outside of foo() so that the function object is only created once, like this:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | function foo(a, b) {      return bar(a, b);  }    function bar(a, b) {      return a + b;  }    foo(1, 2); |

Notice that the new bar() function isn't exactly as it was inside of foo(). Because the old bar() function used the a and b parameters in foo(), the new version needed refactoring to accept those arguments in order to do its work.

Depending upon the browser, this optimized code is anywhere from 10% to 99% faster than the nested version. You can view and run the test for yourself at [jsperf.com/nested-named-functions](http://jsperf.com/nested-named-functions). Do keep in mind the simplicity of this example. A 10% (at the lowest end of the performance spectrum) performance gain doesn't seem like a lot, but it would be higher as more nested and complex functions are involved.

To perhaps confuse the issue, wrap this code in an anonymous, self-executing function, like this:

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11  12  13 | (function() {    function foo(a, b) {      return bar(a, b);  }    function bar(a, b) {      return a + b;  }    foo(1, 2);    }()); |

Wrapping code in an anonymous function is a common pattern, and at first glance it might appear this code replicates the aforementioned performance issue by wrapping the optimized code in an anonymous function. While there is a slight performance hit by executing the anonymous function, this code is perfectly acceptable. The self-executing function serves only to contain and protect the foo() and bar()functions, but more importantly, the anonymous function executes only once—thus the inner foo() and bar() functions are created only once. However, there are some cases where anonymous functions are just as (or more so) problematic as named functions.

### Nesting Functions in Constructor Functions

Another variation of this anti-pattern is nesting functions within constructors, as shown below:

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11 | function Person(firstName, lastName) {      this.firstName = firstName;      this.lastName = lastName;        this.getFullName = function() {          return this.firstName + " " + this.lastName;      };  }    var jeremy = new Person("Jeremy", "McPeak"),      jeffrey = new Person("Jeffrey", "Way"); |

This code defines a constructor function called Person(), and it represents (if it wasn't obvious) a person. It accepts arguments containing a person's first and last name and stores those values in firstName and lastName properties, respectively. The constructor also creates a method called getFullName(); it concatenates the firstName and lastName properties and returns the resulting string value.

*When you create any object in JavaScript, the object is stored in memory*

This pattern has become quite common in today's JavaScript community because it can emulate privacy, a feature that JavaScript isn't currently designed for (note that privacy isn’t in the above example; you’ll look at that later). But in using this pattern, developers create inefficiency not only in execution time, but in memory usage. When you create any object in JavaScript, the object is stored in memory. It stays in memory until all references to it are either set to null or are out of scope. In the case of the jeremyobject in the above code, the function assigned to getFullName is typically stored in memory for as long as the jeremy object is in memory. When the jeffrey object is created, a new function object is created and assigned to jeffrey's getFullName member, and it too consumes memory for as long as jeffrey is in memory. The problem here is that jeremy.getFullName is a different function object than jeffrey.getFullName (jeremy.getFullName === jeffrey.getFullName results in false; run this code at <http://jsfiddle.net/k9uRN/>). They both have the same behavior, but they are two completely different function objects (and thus each consume memory).

 Imagine creating 100 Person objects: if each getFullName() method consumes 4KB of memory, then 100 Person objects would consume at least 400KB of memory. That can add up, but it can be drastically reduced by using the prototype object.

### Use the Prototype

As mentioned earlier, functions are objects in JavaScript. All function objects have a prototype property, but it is only useful for constructor functions. In short, the prototype property is quite literally a prototype for creating objects; whatever is defined on a constructor function's prototype is shared among all objects created by that constructor function.

*Unfortunately, prototypes are not stressed enough in JavaScript education.*

Unfortunately, prototypes are not stressed enough in JavaScript education, yet they are absolutely essential to JavaScript because it’s based on and built with prototypes—it’s a prototypal language. Even if you never typed the word prototype in your code, they are being used behind the scenes. For example, every native string-based method, like split(), substr(), or replace(), are defined on String()'s prototype. Prototypes are so important to the JavaScript language that if you do not embrace JavaScript’s prototypal nature, you're writing inefficient code. Consider the above implementation of the Person data type: creating a Person object requires the JavaScript engine to do more work and allocate more memory.

So, how can using the prototype property make this code more efficient? Well, first take a look at the refactored code:

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11 | function Person(firstName, lastName) {      this.firstName = firstName;      this.lastName = lastName;  }    Person.prototype.getFullName = function() {      return this.firstName + " " + this.lastName;  };    var jeremy = new Person("Jeremy", "McPeak"),      jeffrey = new Person("Jeffrey", "Way"); |

Here, the getFullName() method definition is moved out of the constructor and onto the prototype. This simple change has the following effects:

* The constructor performs less work, and thus, executes faster (18%-96% faster).
* The getFullName() method is created only once and shared among all Person objects (jeremy.getFullName === jeffrey.getFullName results in true; run this code at <http://jsfiddle.net/Pfkua/>). Because of this, each Person object uses less memory.

Note: The jeremy and jeffrey objects no longer have their own getFullName() method, but the JavaScript engine will find it on Person()'s prototype. In older JavaScript engines, the process of finding a method on the prototype could incur a performance hit, but not so in today's JavaScript engines. The speed at which modern engines find prototyped methods is extremely fast.

### Privacy

But what about privacy? After all, this anti-pattern was birthed out of a perceived need for private object members. If you’re not familiar with the pattern, take a look at the following code:

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10 | function Foo(paramOne) {      var thisIsPrivate = paramOne;        this.bar = function() {          return thisIsPrivate;      };  }    var foo = new Foo("Hello, Privacy!");  alert(foo.bar()); // alerts "Hello, Privacy!" |

This code defines a constructor function called Foo(), and it has one parameter called paramOne. The value passed to Foo() is stored in a local variable called thisIsPrivate. Note that thisIsPrivate is a variable, not a property; so, it is inaccessible outside of Foo(). There's also a method defined inside the constructor, and it's called bar(). Because bar() is defined within Foo(), it has access to the thisIsPrivate variable. So when you create a Foo object and call bar(), the value assigned to thisIsPrivate is returned.

The value assigned to thisIsPrivate is preserved. It cannot be accessed outside of Foo(), and thus, it is protected from outside modification. That's great, right? Well, yes and no. It's understandable why some developers want to emulate privacy in JavaScript: you can ensure that an object's data is secured from outside tampering. But at the same time, you introduce inefficiency to your code by not using the prototype.

So again, what about privacy? Well that's simple: don't do it. The language currently does not officially support private object members—although that may change in a future revision of the language. Instead of using closures to create private members, the convention to denote "private members" is to prepend the identifier with an underscore (ie: \_thisIsPrivate). The following code rewrites the previous example using the convention:

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10 | function Foo(paramOne) {      this.\_thisIsPrivate = paramOne;  }    Foo.prototype.bar = function() {      return this.\_thisIsPrivate;  };    var foo = new Foo("Hello, Convention to Denote Privacy!");  alert(foo.bar()); // alerts "Hello, Convention to Denote Privacy!" |

No, it's not private, but the underscore convention basically says "don't touch me." Until JavaScript fully supports private properties and methods,  wouldn't you rather have more efficient and performant code than privacy? The correct answer is: yes!

# **Understanding Classes in JavaScript**

JavaScript is a prototype-based language, and every object in JavaScript has a hidden internal property called [[Prototype]] that can be used to extend object properties and methods.

Classes in JavaScript do not actually offer additional functionality, and are often described as providing "syntactical sugar" over prototypes and inheritance in that they offer a cleaner and more elegant syntax.

## **Classes Are Functions**

A JavaScript class is a type of function. Classes are declared with the class keyword. We will use function expression syntax to initialize a function and class expression syntax to initialize a class.

// Initializing a function with a function expression

**const** x = **function**() {}

// Initializing a class with a class expression

**const** y = **class** {}

We can access the [[Prototype]] of an object using the [Object.getPrototypeOf() method](https://www.digitalocean.com/community/tutorials/understanding-prototypes-and-inheritance-in-javascript#javascript-prototypes). Let's use that to test the empty **function** we created.

**Object**.getPrototypeOf(x);

Output

ƒ () { [native code] }

We can also use that method on the **class** we just created.

**Object**.getPrototypeOf(y);

Output

ƒ () { [native code] }

The code declared with function and class both return a function [[Prototype]]. With prototypes, any function can become a constructor instance using the new keyword.

**const** x = **function**() {}

// Initialize a constructor from a function

**const** constructorFromFunction = **new** x();

console.log(constructorFromFunction);

Output

x {}

constructor: ƒ ()

This applies to classes as well.

**const** y = **class** {}

// Initialize a constructor from a class

**const** constructorFromClass = **new** y();

console.log(constructorFromClass);

Output

y {}

constructor: class

These prototype constructor examples are otherwise empty,

## **Defining a Class**

A constructor function is initialized with a number of parameters, which would be assigned as properties of this, referring to the function itself. The first letter of the identifier would be capitalized by convention.

constructor.js

// Initializing a constructor function

**function** **Hero**(name, level) {

**this**.name = name;

**this**.level = level;

}

When we translate this to the class syntax, shown below, we see that it is structured very similarly.

class.js

// Initializing a class definition

**class** Hero {

constructor(name, level) {

**this**.name = name;

**this**.level = level;

}

}

The only difference in the syntax of the initialization is using the class keyword instead of function, and assigning the properties inside a constructor() method.

## **Defining Methods**

The common practice with constructor functions is to assign methods directly to the prototypeinstead of in the initialization, as seen in the greet() method below.

constructor.js

**function** **Hero**(name, level) {

**this**.name = name;

**this**.level = level;

}

// Adding a method to the constructor

Hero.prototype.greet = **function**() {

**return** `${**this**.name} says hello.`;

}

With classes this syntax is simplified, and the method can be added directly to the class. Using the [method definition shorthand](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Functions/Method_definitions) introduced in ES6, defining a method is an even more concise process.

class.js

**class** Hero {

constructor(name, level) {

**this**.name = name;

**this**.level = level;

}

// Adding a method to the constructor

greet() {

**return** `${**this**.name} says hello.`;

}

}

**const** hero1 = **new** Hero('Varg', 1);

If we print out more information about our new object with console.log(hero1), we can see more details about what is happening with the class initialization.

Output

Hero {name: "Varg", level: 1}

\_\_proto\_\_:

▶ constructor: class Hero

▶ greet: ƒ greet()

We can see in the output that the constructor() and greet() functions were applied to the \_\_proto\_\_, or [[Prototype]] of hero1, and not directly as a method on the hero1 object. While this is clear when making constructor functions, it is not obvious while creating classes. Classes allow for a more simple and succinct syntax, but sacrifice some clarity in the process.

## **Extending a Class**

With ES6 classes, the [super](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/super) keyword is used in place of call to access the parent functions. We will use extends to refer to the parent class.

class.js

// Creating a new class from the parent

**class** Mage extends Hero {

constructor(name, level, spell) {

// Chain constructor with super

super(name, level);

// Add a new property

**this**.spell = spell;

}

}

Now we can create a new Mage instance in the same manner.

**const** hero2 = **new** Mage('Lejon', 2, 'Magic Missile');

We will print hero2 to the console and view the output.

Output

Mage {name: "Lejon", level: 2, spell: "Magic Missile"}

\_\_proto\_\_: Hero

▶ constructor: class Mage

the class construction the [[Prototype]] is linked to the parent, in this case Hero.

#### Arrow functions note:

#### Important quirks to be aware of when using Arrow functions

If you use the ‘new’ keyword with => functions it will throw an error. Arrow functions can’t be used as a constructor — normal functions support the ‘new’ via the property prototype and internal method [[Construct]]. Arrow functions don’t use neither, thus the new (() => {}) throws an error.

# Arrow functions

var elements = [

'Hydrogen',

'Helium',

'Lithium',

'Beryllium'

];

// In this case, because we only need the length property, we can use destructuring parameter:

// Notice that the `length` corresponds to the property we want to get whereas the

// obviously non-special `lengthFooBArX` is just the name of a variable which can be changed

// to any valid variable name you want

elements.map(({ length :lengthFooBArX }) => lengthFooBArX); // [8, 6, 7, 9]

// This destructuring parameter assignment can also be written as seen below. However, note that in

// this example we are not assigning `length` value to the made up property. Instead, the literal name

// itself of the variable `length` is used as the property we want to retrieve from the object.

elements.map(({ length }) => length); // [8, 6, 7, 9]

### **No separate this**[**Section**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Functions/Arrow_functions#No_separate_this)

Before arrow functions, every new function defined its own [this](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/this) value based on how the function was called:

* A new object in the case of a constructor.
* undefined in [strict mode](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Strict_mode) function calls.
* The base object if the function was called as an "object method".
* etc.

This proved to be less than ideal with an object-oriented style of programming.

function Person() {

// The Person() constructor defines `this` as an instance of itself.

this.age = 0;

setInterval(function growUp() {

// In non-strict mode, the growUp() function defines `this`

// as the global object (because it's where growUp() is executed.),

// which is different from the `this`

// defined by the Person() constructor.

this.age++;

}, 1000);

}

var p = new Person();

In ECMAScript 3/5, the this issue was fixable by assigning the value in this to a variable that could be closed over.

function Person() {

var that = this;

that.age = 0;

setInterval(function growUp() {

// The callback refers to the `that` variable of which

// the value is the expected object.

that.age++;

}, 1000);

}

An arrow function does not have its own this. The this value of the enclosing lexical scope is used; arrow functions follow the normal variable lookup rules. So while searching for this which is not present in current scope, an arrow function ends up finding the this from its enclosing scope.

Thus, in the following code, the this within the function that is passed to setInterval has the same value as the this in the lexically enclosing function:

function Person(){

this.age = 0;

setInterval(() => {

this.age++; // |this| properly refers to the Person object

}, 1000);

}

var p = new Person();

# **Window setInterval() Method**

### **Example**

Alert "Hello" every 3 seconds (3000 milliseconds):

setInterval(function(){ alert("Hello"); }, 3000);

## **Definition and Usage**

The setInterval() method calls a function or evaluates an expression at specified intervals (in milliseconds).

The setInterval() method will continue calling the function until [clearInterval()](https://www.w3schools.com/jsref/met_win_clearinterval.asp) is called, or the window is closed.

The ID value returned by setInterval() is used as the parameter for the clearInterval() method.

**Tip:** 1000 ms = 1 second.

**Tip:** To execute a function only once, after a specified number of milliseconds, use the [setTimeout()](https://www.w3schools.com/jsref/met_win_settimeout.asp) method.

## **Syntax**

setInterval(function, milliseconds, param1, param2, ...)

## **Parameter Values**

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| param1, param2, ... | Optional. Additional parameters to pass to the function (Not supported in IE9 and earlier) |

### **Example**

Using clearInterval() to stop time in the previous example:

var myVar = setInterval(myTimer, 1000);  
  
function myTimer() {  
  var d = new Date();  
  var t = d.toLocaleTimeString();  
  document.getElementById("demo").innerHTML = t;  
}  
  
function myStopFunction() {  
  clearInterval(myVar);  
}

### **Example**

Using setInterval() and clearInterval() to create a dynamic progress bar:

![](data:image/png;base64,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)

# [**Is it valid to define functions in JSON results?**](https://stackoverflow.com/questions/2001449/is-it-valid-to-define-functions-in-json-results)

A short answer is **NO**...

But **wait**...

There is still ways to store your function, it's widely **not recommended** to that, but still possible:

We said, you can save a string... how about converting your function to a string then?

const data = {func: '()=>"a FUNC"'};

Then you can stringify data using JSON.stringify(data) and then using JSON.parse to parse it (if this step needed)...

And **eval** to execute a string function (before doing that, just let you know using eval widely not recommended):

eval(data.func)();

# Event.composed

The read-only **composed** property of the [Event](https://developer.mozilla.org/en-US/docs/Web/API/Event) interface returns a [Boolean](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Boolean) which indicates whether or not the event will propagate across the shadow DOM boundary into the standard DOM.

## Syntax[Section](https://developer.mozilla.org/en-US/docs/Web/API/Event/composed#Syntax)

var composed = Event.composed;

### **Value**[**Section**](https://developer.mozilla.org/en-US/docs/Web/API/Event/composed#Value)

A [Boolean](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Boolean) which is true if the event will cross from the shadow DOM into the standard DOM after reaching the shadow root (that is, the first node in the shadow DOM in which the event began to propagate). All UA-dispatched UI events are composed (click/touch/mouseover/copy/paste, etc.) — most other types of events are not composed and so will return false, for example synthetic events that have been created without their composed option being set to true.

Propagation only occurs if the [bubbles](https://developer.mozilla.org/en-US/docs/Web/API/Event/bubbles) property is also true. However, capturing only composed events are also handled at host as if they were in AT\_TARGET phase. You can determine the path the event will follow through the shadow root to the DOM root by calling [composedPath()](https://developer.mozilla.org/en-US/docs/Web/API/Event/composedPath).

If this value is false, the shadow root will be the last node to be offered the event.

By default, custom events stop at shadow DOM boundaries. To make a custom event pass through shadow DOM boundaries, set the composed flag to true when you create the event

# **HTML | bubbles Event Property**

The **bubbles event** property is used for returning a Boolean value which indicates whether an event is a bubbling event or not. The event is triggered if an event handler is set for that object, if not so then the event bubble up to the object’s parent. The event bubble up until it reaches the document object or handled.  
 **What is even bubbling?** Consider a situation an element is present inside another element and both of them handle an event. When an event occurs, in bubbling, the innermost element handles the event first, then outer, and so on. Please refer [this](https://www.quirksmode.org/js/events_order.html) for details.

**Return Value:**The **bubbles event** property returns true if the event can bubble up through the DOM, else it returns false

## **Definition and Usage**

The bubbles event property returns a Boolean value that indicates whether or not an event is a bubbling event.

Event bubbling directs an event to its intended target, it works like this:

* A button is clicked and the event is directed to the button
* If an event handler is set for that object, the event is triggered
* If no event handler is set for that object, the event bubbles up (like a bubble in water) to the objects parent

The event bubbles up from parent to parent until it is handled, or until it reaches the document object.

**Call method**

## **The JavaScript call() Method**

The call() method is a predefined JavaScript method.

It can be used to invoke (call) a method with an owner object as an argument (parameter).

With call(), an object can use a method belonging to another object.

This example calls the **fullName** method of person, using it on **person1**:

### **Example**

var person = {  
  **fullName**: function() {  
    return this.firstName + " " + this.lastName;  
  }  
}  
var person1 = {  
  firstName:"John",  
  lastName: "Doe"  
}  
var person2 = {  
  firstName:"Mary",  
  lastName: "Doe"  
}  
person.fullName.call(**person1**);  // Will return "John Doe"

**Apply method**

# **JavaScript | Function Apply**

The apply() method is used to write methods, which can be used on different objects. It is different from the function call() because it takes arguments as an array.

**Syntax:**

apply()

**Return Value:** It returns the method values of a given function.

Example:

<script>

        var student = {

            details: function() {

                return this.name + "<br>" + this.class;

            }

        }

        var stud1 = {

            name:"Dinesh",

            class: "11th",

        }

        var stud2 = {

            name:"Vaibhav",

            class: "11th",

        }

        var x = student.details.apply(stud2);

        document.getElementById("GFG").innerHTML = x;

    </script>

Example2:

<script>

        var student = {

            details: function(section, rollnum) {

                return this.name + "<br>" + this.class

                    + " " + section + "<br>" + rollnum;

            }

        }

        var stud1 = {

            name:"Dinesh",

            class: "11th",

        }

        var stud2 = {

            name:"Vaibhav",

            class: "11th",

        }

        var x = student.details.apply(stud2, ["A", "24"]);

        document.getElementById("GFG").innerHTML = x;

    </script>

**Throttle and Debounce**

For throttling, let’s consider that first use case, stopping click spamming. We have a button in our app that when clicked, makes an API call of some kind. Let’s say to enter a competition. With throttling we can restrict the amount the API would get hit. The user may be clicking 20 times a second but we only fire the handler once per second.

For debouncing, let’s consider the auto save feature. Auto save tries to save the state of the application every time the user makes an update or interacts. We can debounce the save until a user hasn’t made any updates or interacted for a set period of time. That way we don’t spam the save function and make unnecessary saves. This will help performance.

# Implementing throttle and debounce

There are various implementations of throttle and debounce. The majority will achieve the same goal. Their implementations revolve around the use of setTimeout.

## Debounce

Debounce is the simpler of the two to implement.

const debounce = (func, delay) => {  
 let inDebounce  
 return function() {  
 const context = this  
 const args = arguments  
 clearTimeout(inDebounce)  
 inDebounce = setTimeout(() => func.apply(context, args), delay)  
 }  
}

We are passing a function(func) and a delay(delay) into the debounce function. inDebounce is a variable that we use to track the delay period.

If we are invoking for the first time, our function will execute at the end of our delay. If we invoke and then invoke again before the end of our delay, the delay restarts. It’s much easier to understand by reading the code and playing with the demo.

## Throttle

Throttle can be a little taxing as its desired behaviour has different interpretations. Let’s start by limiting the rate at which we execute a function.

const throttle = (func, limit) => {  
 let inThrottle  
 return function() {  
 const args = arguments  
 const context = this  
 if (!inThrottle) {  
 func.apply(context, args)  
 inThrottle = true  
 setTimeout(() => inThrottle = false, limit)  
 }  
 }  
}

The first call to our function will execute and sets the limit period inThrottle. We can call our function during this period but it will not fire until the throttle period has passed. Once it has passed, the next invocation will fire and the process repeats.

But what about our last call? If it’s in the limit period it’s ignored and what if we don’t want that? For example, if we bound to mouse movement for a resize and missed the last call we’d never get the desired result. We need to catch this and execute it after the limit period (Thanks to [worldwar](https://medium.com/u/d867200d89a8?source=post_page-----b01cad5c8edf----------------------) for questioning the previous implementation which didn’t always work 100% as expected).

const throttle = (func, limit) => {  
 let lastFunc  
 let lastRan  
 return function() {  
 const context = this  
 const args = arguments  
 if (!lastRan) {  
 func.apply(context, args)  
 lastRan = Date.now()  
 } else {  
 clearTimeout(lastFunc)  
 lastFunc = setTimeout(function() {  
 if ((Date.now() - lastRan) >= limit) {  
 func.apply(context, args)  
 lastRan = Date.now()  
 }  
 }, limit - (Date.now() - lastRan))  
 }  
 }  
}

This implementation ensures that we catch and execute that last invocation. We also invoke it at the correct time. We do this by creating a variable lastRan which is a timestamp of the last invocation. We can then use this to determine if the last invocation took place within the throttle limit. We can also use lastRan to determine whether the throttled function has ran at all. This makes the previous variable inThrottle redundant.

One way to think about this implementation of throttle is like a chaining debounce. Each time the debounce waiting period lessens.  
throttle has some interesting possibilities. For example, you could store all the ignored executions and run them all at the end in order.

AJAX Implementation

**XMLHttpRequest(XHR) Object**

It is a special JavaScript object, which helps in achieving the Asynchronous communication in your webpage.

Instead of reloading entire page, partial content can be loaded with respective element through this Object.

This Object is a predecessor which was introduced as an ActiveX Object called XMLHttp by Microsoft as a part of Internet Explorer 5.0 browser.

At the same time other browsers like Safari, Mozilla and all, started implementing XMLHttpRequest object which internally supports all the methods and properties of originally Microsoft ActiveX object, due to this enhancement automatically Microsoft also implemented XMLHttpRequest object.

It has capacity of transferring various data formats like plain text, xml, html , JSON over HTTP request.

Let us have a glance over XMLHttpRequest supporting properties and methods and its usage in short.

**Array.prototype.join()**

The **join()** method creates and returns a new string by concatenating all of the elements in an array (or an [array-like object](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/Indexed_collections#Working_with_array-like_objects)), separated by commas or a specified separator string. If the array has only one item, then that item will be returned without using the separator.

Example:-

const elements = ['Fire', 'Air', 'Water'];

console.log(elements.join());

// expected output: "Fire,Air,Water"

console.log(elements.join(''));

// expected output: "FireAirWater"

console.log(elements.join('\n'));

// expected output: "Fire-Air-Water"

## Syntax

arr.join([separator])

### **Parameters**

**separator**Optional

Specifies a string to separate each pair of adjacent elements of the array. The separator is converted to a string if necessary. If omitted, the array elements are separated with a comma (","). If separator is an empty string, all elements are joined without any characters in between them.

### **Return value**

A string with all array elements joined. If arr.length is 0, the empty string is returned.

## Description

The string conversions of all array elements are joined into one string.

If an element is undefined, null or an empty array [], it is converted to an empty string.

### **Joining an array-like object**

The following example joins array-like object ([arguments](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Functions/arguments)), by calling [Function.prototype.call](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Function/call) on Array.prototype.join.

function f(a, b, c) {

var s = Array.prototype.join.call(arguments);

console.log(s); // '1,a,true'

}

f(1, 'a', true);

//expected output: "1,a,true"

**Array.prototype.reduce()**

The **reduce()** method executes a **reducer** function (that you provide) on each element of the array, resulting in a single output value.

Example:

const array1 = [1, 2, 3, 4];

const reducer = (accumulator, currentValue) => accumulator + currentValue;

// 1 + 2 + 3 + 4

console.log(array1.reduce(reducer));

// expected output: 10

// 5 + 1 + 2 + 3 + 4

console.log(array1.reduce(reducer, 5));

// expected output: 15

The **reducer** function takes four arguments:

1. Accumulator (acc)
2. Current Value (cur)
3. Current Index (idx)
4. Source Array (src)

Your **reducer** function's returned value is assigned to the accumulator, whose value is remembered across each iteration throughout the array and ultimately becomes the final, single resulting value.

arr.reduce(callback(accumulator, currentValue[, index[, array]])[, initialValue])

### **Parameters**

**callback**

A function to execute on each element in the array (except for the first, if no initialValueis supplied), taking four arguments:

**accumulator**

The accumulator accumulates the callback's return values. It is the accumulated value previously returned in the last invocation of the callback, or initialValue, if supplied (see below).

**currentValue**

The current element being processed in the array.

**index**Optional

The index of the current element being processed in the array. Starts from index 0 if an initialValue is provided. Otherwise, starts from index 1.

**array**Optional

The array reduce() was called upon.

**initialValue**Optional

A value to use as the first argument to the first call of the callback. If no initialValue is supplied, the first element in the array will be used and skipped. Calling reduce() on an empty array without an initialValue will throw a TypeError.

### **Return value**

The single value that results from the reduction.

## Description

The reduce() method executes the callback once for each assigned value present in the array, taking four arguments:

* accumulator
* currentValue
* currentIndex
* array

The first time the callback is called, accumulator and currentValue can be one of two values. If initialValue is provided in the call to reduce(), then accumulator will be equal to initialValue, and currentValue will be equal to the first value in the array. If no initialValue is provided, then accumulator will be equal to the first value in the array, and currentValue will be equal to the second.

**Note:** If initialValue is not provided, reduce() will execute the callback function starting at index 1, skipping the first index. If initialValue is provided, it will start at index 0.

If the array is empty and no initialValue is provided, [TypeError](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/TypeError) will be thrown. If the array only has one element (regardless of position) and no initialValue is provided, or if initialValue is provided but the array is empty, the solo value will be returned without calling*callback*.

It is usually safer to provide an initialValue because there are three possible outputs without initialValue, as shown in the following example.

var maxCallback = ( acc, cur ) => Math.max( acc.x, cur.x );

var maxCallback2 = ( max, cur ) => Math.max( max, cur );

// reduce() without initialValue

[ { x: 22 }, { x: 42 } ].reduce( maxCallback ); // 42

[ { x: 22 } ].reduce( maxCallback ); // { x: 22 }

[ ].reduce( maxCallback ); // TypeError

// map/reduce; better solution, also works for empty or larger arrays

[ { x: 22 }, { x: 42 } ].map( el => el.x )

.reduce( maxCallback2, -Infinity );

### **How reduce() works**

Suppose the following use of reduce() occurred:

[0, 1, 2, 3, 4].reduce(function(accumulator, currentValue, currentIndex, array) {

return accumulator + currentValue;

});

The callback would be invoked four times, with the arguments and return values in each call being as follows:

| **callback** | **accumulator** | **currentValue** | **currentIndex** | **array** | **return value** |
| --- | --- | --- | --- | --- | --- |
| **first call** | 0 | 1 | 1 | [0, 1, 2, 3, 4] | 1 |
| **second call** | 1 | 2 | 2 | [0, 1, 2, 3, 4] | 3 |
| **third call** | 3 | 3 | 3 | [0, 1, 2, 3, 4] | 6 |
| **fourth call** | 6 | 4 | 4 | [0, 1, 2, 3, 4] | 10 |

The value returned by reduce() would be that of the last callback invocation (10).

Example 1:

var initialValue = 0;

var sum = [{x: 1}, {x: 2}, {x: 3}].reduce(function (accumulator, currentValue) {

console.log(accumulator)

return accumulator + currentValue.x;

},initialValue)

console.log(sum)

Output:

> 0

> 1

> 3

> 6

Example 2:

var initialValue = 0;

var sum = [{x: 1}, {x: 2}, {x: 3}].reduce(function (accumulator, currentValue) {

console.log(accumulator)

return accumulator + currentValue.x;

})

console.log(sum)

output:

Object { x: 1 }

> "[object Object]2"

> "[object Object]23"

### **Counting instances of values in an object**

var names = ['Alice', 'Bob', 'Tiff', 'Bruce', 'Alice'];

var countedNames = names.reduce(function (allNames, name) {

if (name in allNames) {

allNames[name]++;

}

else {

allNames[name] = 1;

}

return allNames;

}, {});

// countedNames is:

// { 'Alice': 2, 'Bob': 1, 'Tiff': 1, 'Bruce': 1 }

# [**JavaScript array random index insertion and deletion**](https://stackoverflow.com/questions/4567002/javascript-array-random-index-insertion-and-deletion)

Will these numeric gaps be somehow allocated (and therefore take some memory) even when they do not have assigned values?

No. JavaScript arrays aren't really arrays at all (see below), and the unused indexes consume no memory.

When I delete myArray[456] from upper example, would items below this item be relocated?

If you're talking about array indexes, it depends on how you delete it: If you use the delete keyword, no. If you use the splice function or similar, yes. In terms of memory, no, other entries are not relocated (regardless), and any memory that was referenced by an entry that no longer exists (whether because of a delete or a splice or a pop or similar) becomes available to be reclaimed by the garbage collector. Linked lists have virtually no advantage in JavaScript over arrays or plain old objects, and you rarely see them. Adding to a JavaScript array (or object) is likely to be a near-constant-time operation (implementations will probably need to do hashing and possibly some traversal of B-tree structures or similar, but that's totally implementation-specific), as is deletion.

For what you're describing, as Zevon pointed out, you may not want an array at all. You really only need an array if you need a length property or one of the array functions that relies on it. Otherwise, you're better off with a plain old object:

var obj = {};

obj[123] = "foo";

obj[456] = "bar";

obj[789] = "baz";

That's perfectly valid JavaScript. The values you're using in brackets (123, etc.) are coerced to strings (whether you're dealing with an array or a plain object), and so the key is really "123", etc. (whether you're using an Array or an Object). You can even loop through them, with the for..in control structure ([details here](http://blog.niftysnippets.org/2010/11/myths-and-realities-of-forin.html)).

What do I mean by "...aren't really arrays at all"? Literally that. JavaScript objects are key->value maps, and JavaScript arrays are nothing more than objects that have keys and values and special handling for keys that are numeric strings, and a special length property. Although we conventionally write array "indexes" as numbers, like all property names they are strings — a[0] is converted to a["0"] (although implementations are free to optimize this as long as the behavior remains as per the spec)

Array objects give special treatment to a certain class of property names. A property name P (in the form of a String value) is an array index if and only if ToString(ToUint32(P)) is equal to P and ToUint32(P) is not equal to 2^32−1. A property whose property name is an array index is also called an element. Every Array object has a length property whose value is always a nonnegative integer less than 2^32. The value of the length property is numerically greater than the name of every property whose name is an array index; whenever a property of an Array object is created or changed, other properties are adjusted as necessary to maintain this invariant. Specifically, whenever a property is added whose name is an array index, the length property is changed, if necessary, to be one more than the numeric value of that array index; and whenever the length property is changed, every property whose name is an array index whose value is not smaller than the new length is automatically deleted. This constraint applies only to own properties of an Array object and is unaffected by length or array index properties that may be inherited from its prototypes.

**Working with objects**

 Objects are sometimes called associative arrays, since each property is associated with a string value that can be used to access it.

## Enumerate the properties of an object

Starting with [ECMAScript 5](https://developer.mozilla.org/en-US/docs/Web/JavaScript/New_in_JavaScript/ECMAScript_5_support_in_Mozilla), there are three native ways to list/traverse object properties:

* [for...in](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/for...in) loops  
  This method traverses all enumerable properties of an object and its prototype chain
* [Object.keys(o)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/keys)  
  This method returns an array with all the own (not in the prototype chain) enumerable properties' names ("keys") of an object o.
* [Object.getOwnPropertyNames(o)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/getOwnPropertyNames)  
  This method returns an array containing all own properties' names (enumerable or not) of an object o.

# [**Object.getOwnPropertyNames vs Object.keys**](https://stackoverflow.com/questions/22658488/object-getownpropertynames-vs-object-keys)

There is a little difference. Object.getOwnPropertyNames(a) returns all own properties of the object a. Object.keys(a) returns all enumerable own properties. It means that if you define your object properties without making some of them enumerable: false these two methods will give you the same result.

It's easy to test:

var a = {};

Object.defineProperties(a, {

one: {enumerable: true, value: 'one'},

two: {enumerable: false, value: 'two'},

});

Object.keys(a); // ["one"]

Object.getOwnPropertyNames(a); // ["one", "two"]

If you define a property without providing property attributes descriptor (meaning you don't use Object.defineProperties), for example:

a.test = 21;

then such property becomes an enumerable automatically and both methods produce the same array.

Another difference is in case of array Object.getOwnPropertyNames method will return an extra property that is length.

var x = ["a", "b", "c", "d"];

Object.keys(x); //[ '0', '1', '2', '3' ]

Object.getOwnPropertyNames(x); //[ '0', '1', '2', '3', 'length' ]

### **Using a constructor function**

Alternatively, you can create an object with these two steps:

1. Define the object type by writing a constructor function. There is a strong convention, with good reason, to use a capital initial letter.
2. Create an instance of the object with new.

### **Using the Object.create method**

Objects can also be created using the [Object.create()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/create) method. This method can be very useful, because it allows you to choose the prototype object for the object you want to create, without having to define a constructor function.

// Animal properties and method encapsulation

var Animal = {

type: 'Invertebrates', // Default value of properties

displayType: function() { // Method which will display type of Animal

console.log(this.type);

}

};

// Create new animal type called animal1

var animal1 = Object.create(Animal);

animal1.displayType(); // Output:Invertebrates

// Create new animal type called Fishes

var fish = Object.create(Animal);

fish.type = 'Fishes';

fish.displayType(); // Output:Fishes

## Defining properties for an object type

You can add a property to a previously defined object type by using the prototype property. This defines a property that is shared by all objects of the specified type, rather than by just one instance of the object. The following code adds a color property to all objects of type Car, and then assigns a value to the color property of the object car1.

Car.prototype.color = null;

car1.color = 'black';

## Defining getters and setters

A [getter](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Functions/get) is a method that gets the value of a specific property. A [setter](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Functions/set) is a method that sets the value of a specific property. You can define getters and setters on any predefined core object or user-defined object that supports the addition of new properties. The syntax for defining getters and setters uses the object literal syntax.

The following illustrates how getters and setters could work for a user-defined object o.

var o = {

a: 7,

get b() {

return this.a + 1;

},

set c(x) {

this.a = x / 2;

}

};

console.log(o.a); // 7

console.log(o.b); // 8

o.c = 50;

console.log(o.a); // 25

The o object's properties are:

* o.a — a number
* o.b — a getter that returns o.a plus 1
* o.c — a setter that sets the value of o.a to half of the value o.c is being set to

Please note that function names of getters and setters defined in an object literal using "[gs]et property()" (as opposed to \_\_define[GS]etter\_\_ ) are not the names of the getters themselves, even though the [gs]et propertyName(){ } syntax may mislead you to think otherwise. To name a function in a getter or setter using the "[gs]et property()" syntax, define an explicitly named function programmatically using [Object.defineProperty](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/defineProperty) (or the [Object.prototype.\_\_defineGetter\_\_](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/defineGetter) legacy fallback).

The following code illustrates how getters and setters can extend the [Date](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date) prototype to add a year property to all instances of the predefined Date class. It uses the Date class's existing getFullYear and setFullYear methods to support the year property's getter and setter.

These statements define a getter and setter for the year property:

var d = Date.prototype;

Object.defineProperty(d, 'year', {

get: function() { return this.getFullYear(); },

set: function(y) { this.setFullYear(y); }

});

In principle, getters and setters can be either

* defined using [object initializers](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/Working_with_Objects#Object_initializers), or
* added later to any object at any time using a getter or setter adding method.

When defining getters and setters using [object initializers](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/Working_with_Objects#Object_initializers) all you need to do is to prefix a getter method with get and a setter method with set. Of course, the getter method must not expect a parameter, while the setter method expects exactly one parameter (the new value to set). For instance:

var o = {

a: 7,

get b() { return this.a + 1; },

set c(x) { this.a = x / 2; }

};

Getters and setters can also be added to an object at any time after creation using the Object.defineProperties method. This method's first parameter is the object on which you want to define the getter or setter. The second parameter is an object whose property names are the getter or setter names, and whose property values are objects for defining the getter or setter functions. Here's an example that defines the same getter and setter used in the previous example:

var o = { a: 0 };

Object.defineProperties(o, {

'b': { get: function() { return this.a + 1; } },

'c': { set: function(x) { this.a = x / 2; } }

});

o.c = 10; // Runs the setter, which assigns 10 / 2 (5) to the 'a' property

console.log(o.b); // Runs the getter, which yields a + 1 or 6

# Details of the object model

JavaScript is an object-based language based on prototypes, rather than being class-based. Because of this different basis, it can be less apparent how JavaScript allows you to create hierarchies of objects and to have inheritance of properties and their values. This chapter attempts to clarify the situation.

## Class-based vs. prototype-based languages

Class-based object-oriented languages, such as Java and C++, are founded on the concept of two distinct entities: classes and instances.

* A class defines all of the properties that characterize a certain set of objects (considering methods and fields in Java, or members in C++, to be properties). A class is abstract rather than any particular member in a set of objects it describes. For example, the Employee class could represent the set of all employees.
* An instance, on the other hand, is the instantiation of a class; that is, one of its members. For example, Victoria could be an instance of the Employee class, representing a particular individual as an employee. An instance has exactly the same properties of its parent class (no more, no less).

A prototype-based language, such as JavaScript, does not make this distinction: it simply has objects. A prototype-based language has the notion of a prototypical object, an object used as a template from which to get the initial properties for a new object. Any object can specify its own properties, either when you create it or at run time. In addition, any object can be associated as the prototype for another object, allowing the second object to share the first object's properties.

### **Defining a class**

In class-based languages, you define a class in a separate class definition. In that definition you can specify special methods, called constructors, to create instances of the class. A constructor method can specify initial values for the instance's properties and perform other processing appropriate at creation time. You use the new operator in association with the constructor method to create class instances.

JavaScript follows a similar model, but does not have a class definition separate from the constructor. Instead, you define a constructor function to create objects with a particular initial set of properties and values. Any JavaScript function can be used as a constructor. You use the new operator with a constructor function to create a new object.

Note that ECMAScript 2015 introduces a [class declaration](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Classes):

JavaScript classes, introduced in ECMAScript 2015, are primarily syntactical sugar over JavaScript's existing prototype-based inheritance. The class syntax does not introduce a new object-oriented inheritance model to JavaScript.

Subclasses and inheritance

JavaScript implements inheritance by allowing you to associate a prototypical object with any constructor function. So, you can create exactly the Employee — Manager example, but you use slightly different terminology. First you define the Employee constructor function, specifying the name and dept properties. Next, you define the Manager constructor function, calling the Employee constructor and specifying the reports property. Finally, you assign a new object derived from Employee.prototype as the prototype for the Manager constructor function. Then, when you create a new Manager, it inherits the name and dept properties from the Employee object.

### **Adding and removing properties**

In class-based languages, you typically create a class at compile time and then you instantiate instances of the class either at compile time or at run time. You cannot change the number or the type of properties of a class after you define the class. In JavaScript, however, at run time you can add or remove properties of any object. If you add a property to an object that is used as the prototype for a set of objects, the objects for which it is the prototype also get the new property.

### **Summary of differences**

The following table gives a short summary of some of these differences. The rest of this chapter describes the details of using JavaScript constructors and prototypes to create an object hierarchy and compares this to how you would do it in Java.

| **Comparison of class-based (Java) and prototype-based (JavaScript) object systems** | | |
| --- | --- | --- |
| **Category** | **Class-based (Java)** | **Prototype-based (JavaScript)** |
| **Class vs. Instance** | Class and instance are distinct entities. | All objects can inherit from another object. |
| **Definition** | Define a class with a class definition; instantiate a class with constructor methods. | Define and create a set of objects with constructor functions. |
| **Creation of new object** | Create a single object with the new operator. | Same. |
| **Construction of object hierarchy** | Construct an object hierarchy by using class definitions to define subclasses of existing classes. | Construct an object hierarchy by assigning an object as the prototype associated with a constructor function. |
| **Inheritance model** | Inherit properties by following the class chain. | Inherit properties by following the prototype chain. |
| **Extension of properties** | Class definition specifies all properties of all instances of a class. Cannot add properties dynamically at run time. | Constructor function or prototype specifies an initial set of properties. Can add or remove properties dynamically to individual objects or to the entire set of objects. |

**Creating the hierarchy**

The following Java and JavaScript Employee definitions are similar. The only difference is that you need to specify the type for each property in Java but not in JavaScript (this is due to Java being a [strongly typed language](http://en.wikipedia.org/wiki/Strong_and_weak_typing) while JavaScript is a weakly typed language).

#### JavaScript

class Employee {

constructor() {

this.name = '';

this.dept = 'general';

}

}

#### Java

public class Employee {

public String name = "";

public String dept = "general";

}

The Manager and WorkerBee definitions show the difference in how to specify the next object higher in the inheritance chain. In JavaScript, you add a prototypical instance as the value of the prototype property of the constructor function, then override the prototype.constructor to the constructor function. You can do so at any time after you define the constructor. In Java, you specify the superclass within the class definition. You cannot change the superclass outside the class definition.

#### JavaScript

function Manager() {

Employee.call(this);

this.reports = [];

}

Manager.prototype = Object.create(Employee.prototype);

Manager.prototype.constructor = Manager;

function WorkerBee() {

Employee.call(this);

this.projects = [];

}

WorkerBee.prototype = Object.create(Employee.prototype);

WorkerBee.prototype.constructor = WorkerBee;

#### Java

public class Manager extends Employee {

public Employee[] reports =

new Employee[0];

}

public class WorkerBee extends Employee {

public String[] projects = new String[0];

}

The Engineer and SalesPerson definitions create objects that descend from WorkerBee and hence from Employee. An object of these types has properties of all the objects above it in the chain. In addition, these definitions override the inherited value of the dept property with new values specific to these objects.

#### JavaScript

function SalesPerson() {

WorkerBee.call(this);

this.dept = 'sales';

this.quota = 100;

}

SalesPerson.prototype = Object.create(WorkerBee.prototype);

SalesPerson.prototype.constructor = SalesPerson;

function Engineer() {

WorkerBee.call(this);

this.dept = 'engineering';

this.machine = '';

}

Engineer.prototype = Object.create(WorkerBee.prototype)

Engineer.prototype.constructor = Engineer;

**Note:** The term instance has a specific technical meaning in class-based languages. In these languages, an instance is an individual instantiation of a class and is fundamentally different from a class. In JavaScript, "instance" does not have this technical meaning because JavaScript does not have this difference between classes and instances. However, in talking about JavaScript, "instance" can be used informally to mean an object created using a particular constructor function. So, in this example, you could informally say that jane is an instance of Engineer. Similarly, although the terms parent, child, ancestor, and descendant do not have formal meanings in JavaScript; you can use them informally to refer to objects higher or lower in the prototype chain.

### **Inheriting properties**

Suppose you create the mark object as a WorkerBee with the following statement:

var mark = new WorkerBee;

When JavaScript sees the new operator, it creates a new generic object and implicitly sets the value of the internal property [[Prototype]] to the value of WorkerBee.prototype and passes this new object as the value of the *this* keyword to the WorkerBee constructor function. The internal [[Prototype]] property determines the prototype chain used to return property values. Once these properties are set, JavaScript returns the new object and the assignment statement sets the variable mark to that object.

This process does not explicitly put values in the mark object (*local* values) for the properties that mark inherits from the prototype chain. When you ask for the value of a property, JavaScript first checks to see if the value exists in that object. If it does, that value is returned. If the value is not there locally, JavaScript checks the prototype chain (using the internal [[Prototype]] property). If an object in the prototype chain has a value for the property, that value is returned. If no such property is found, JavaScript says the object does not have the property. In this way, the mark object has the following properties and values:

mark.name = '';

mark.dept = 'general';

mark.projects = [];

The mark object is assigned local values for the name and dept properties by the Employee constructor. It is assigned a local value for the projects property by the WorkerBeeconstructor. This gives you inheritance of properties and their values in JavaScript.

Because these constructors do not let you supply instance-specific values, this information is generic. The property values are the default ones shared by all new objects created from WorkerBee. You can, of course, change the values of any of these properties. So, you could give specific information for mark as follows:

mark.name = 'Doe, Mark';

mark.dept = 'admin';

mark.projects = ['navigator'];

### **Adding properties**

Now, the mark object has a bonus property, but no other WorkerBee has this property.

If you add a new property to an object that is being used as the prototype for a constructor function, you add that property to all objects that inherit properties from the prototype. For example, you can add a specialty property to all employees with the following statement:

Employee.prototype.specialty = 'none';

As soon as JavaScript executes this statement, the mark object also has the specialtyproperty with the value of "none". The following figure shows the effect of adding this property to the Employee prototype and then overriding it for the Engineer prototype.
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**More flexible constructors**

These JavaScript definitions use a special idiom for setting default values:

this.name = name || '';

The JavaScript logical OR operator (||) evaluates its first argument. If that argument converts to true, the operator returns it. Otherwise, the operator returns the value of the second argument. Therefore, this line of code tests to see if name has a useful value for the nameproperty. If it does, it sets this.name to that value. Otherwise, it sets this.name to the empty string.

**Note:** This may not work as expected if the constructor function is called with arguments which convert to false (like 0 (zero) and empty string (""). In this case the default value will be chosen.

With these definitions, when you create an instance of an object, you can specify values for the locally defined properties. You can use the following statement to create a new Engineer:

var jane = new Engineer('belau');

Jane's properties are now:

jane.name == '';

jane.dept == 'engineering';

jane.projects == [];

jane.machine == 'belau';

Notice that with these definitions, you cannot specify an initial value for an inherited property such as name. If you want to specify an initial value for inherited properties in JavaScript, you need to add more code to the constructor function.

So far, the constructor function has created a generic object and then specified local properties and values for the new object. You can have the constructor add more properties by directly calling the constructor function for an object higher in the prototype chain. The following figure shows these new definitions.
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# **What is the difference between prototype and \_\_proto\_\_ in JavaScript?**

In reality, the only *true* difference between prototype and \_\_proto\_\_ is that the former is a property of a class constructor, while the latter is a property of a class instance.

In other words, while iPhone.prototype provides a blueprint for building an iPhone, newPhone.\_\_proto\_\_ affirms that the iPhone has indeed been built according to that specific blueprint. But with regards to the properties and methods present in those two objects… well, they’re exactly the same.

\_\_proto\_\_ is an object in every class *instance* that points to the prototype it was created from. Here, newPhone.\_\_proto\_\_ is a reference to iPhone.prototype, and thus holds the exact same contents as well. By having a \_\_proto\_\_ property identical to iPhone.prototype, newPhone is essentially saying, “Look, since I’m an iPhone 11, I have the exact same features as any other iPhone 11! I’ve got Face ID, 4K video, you name it.”

Let's look at one of these definitions in detail. Here's the new definition for the Engineerconstructor:

function Engineer(name, projs, mach) {

this.base = WorkerBee;

this.base(name, 'engineering', projs);

this.machine = mach || '';

}

Suppose you create a new Engineer object as follows:

var jane = new Engineer('Doe, Jane', ['navigator', 'javascript'], 'belau');

JavaScript follows these steps:

1. The new operator creates a generic object and sets its \_\_proto\_\_ property to Engineer.prototype.
2. The new operator passes the new object to the Engineer constructor as the value of the this keyword.
3. The constructor creates a new property called base for that object and assigns the value of the WorkerBee constructor to the base property. This makes the WorkerBeeconstructor a method of the Engineer object. The name of the base property is not special. You can use any legal property name; base is simply evocative of its purpose.
4. The constructor calls the base method, passing as its arguments two of the arguments passed to the constructor ("Doe, Jane" and ["navigator", "javascript"]) and also the string "engineering". Explicitly using "engineering" in the constructor indicates that all Engineer objects have the same value for the inherited dept property, and this value overrides the value inherited from Employee.
5. Because base is a method of Engineer, within the call to base, JavaScript binds the this keyword to the object created in Step 1. Thus, the WorkerBee function in turn passes the "Doe, Jane" and "engineering" arguments to the Employee constructor function. Upon return from the Employee constructor function, the WorkerBee function uses the remaining argument to set the projects property.
6. Upon return from the base method, the Engineer constructor initializes the object's machine property to "belau".
7. Upon return from the constructor, JavaScript assigns the new object to the jane variable.

You might think that, having called the WorkerBee constructor from inside the Engineerconstructor, you have set up inheritance appropriately for Engineer objects. This is not the case. Calling the WorkerBee constructor ensures that an Engineer object starts out with the properties specified in all constructor functions that are called. However, if you later add properties to the Employee or WorkerBee prototypes, those properties are not inherited by the Engineer object.

For example, assume you have the following statements:

function Engineer(name, projs, mach) {

this.base = WorkerBee;

this.base(name, 'engineering', projs);

this.machine = mach || '';

}

var jane = new Engineer('Doe, Jane', ['navigator', 'javascript'], 'belau');

Employee.prototype.specialty = 'none';

The jane object does not inherit the specialty property. You still need to explicitly set up the prototype to ensure dynamic inheritance.

Assume instead you have these statements:

function Engineer(name, projs, mach) {

this.base = WorkerBee;

this.base(name, 'engineering', projs);

this.machine = mach || '';

}

Engineer.prototype = new WorkerBee;

var jane = new Engineer('Doe, Jane', ['navigator', 'javascript'], 'belau');

Employee.prototype.specialty = 'none';

Now the value of the jane object's specialty property is "none".

Another way of inheriting is by using the [call()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Function/call) / [apply()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Function/apply) methods. Below are equivalent:

function Engineer(name, projs, mach) {

this.base = WorkerBee;

this.base(name, 'engineering', projs);

this.machine = mach || '';

}

function Engineer(name, projs, mach) {

WorkerBee.call(this, name, 'engineering', projs);

this.machine = mach || '';

}

Using the javascript call() method makes a cleaner implementation because the base is not needed anymore.

**Property inheritance revisited**

This section discusses some subtleties that were not necessarily apparent in the earlier discussions.

### **Local versus inherited values**

When you access an object property, JavaScript performs these steps, as described earlier in this chapter:

1. Check to see if the value exists locally. If it does, return that value.
2. If there is not a local value, check the prototype chain (using the \_\_proto\_\_ property).
3. If an object in the prototype chain has a value for the specified property, return that value.
4. If no such property is found, the object does not have the property.

The outcome of these steps depends on how you define things along the way. The original example had these definitions:

function Employee() {

this.name = '';

this.dept = 'general';

}

function WorkerBee() {

this.projects = [];

}

WorkerBee.prototype = new Employee;

With these definitions, suppose you create amy as an instance of WorkerBee with the following statement:

var amy = new WorkerBee;

The amy object has one local property, projects. The values for the name and deptproperties are not local to amy and so derive from the amy object's \_\_proto\_\_ property. Thus, amy has these property values:

amy.name == '';

amy.dept == 'general';

amy.projects == [];

Now suppose you change the value of the name property in the prototype associated with Employee:

Employee.prototype.name = 'Unknown';

At first glance, you might expect that new value to propagate down to all the instances of Employee. However, it does not.

When you create any instance of the Employee object, that instance gets a **local value** for the name property (the empty string). This means that when you set the WorkerBee prototype by creating a new Employee object, WorkerBee.prototype has a local value for the nameproperty. Therefore, when JavaScript looks up the name property of the amy object (an instance of WorkerBee), JavaScript finds the local value for that property in WorkerBee.prototype. It therefore does not look further up the chain to Employee.prototype.

If you want to change the value of an object property at run time and have the new value be inherited by all descendants of the object, you cannot define the property in the object's constructor function. Instead, you add it to the constructor's associated prototype. For example, assume you change the preceding code to the following:

function Employee() {

this.dept = 'general'; // Note that this.name (a local variable) does not appear here

}

Employee.prototype.name = ''; // A single copy

function WorkerBee() {

this.projects = [];

}

WorkerBee.prototype = new Employee;

var amy = new WorkerBee;

Employee.prototype.name = 'Unknown';

In this case, the name property of amy becomes "Unknown".

As these examples show, if you want to have default values for object properties and you want to be able to change the default values at run time, you should set the properties in the constructor's prototype, not in the constructor function itself.

### **Determining instance relationships**

Property lookup in JavaScript looks within an object's own properties and, if the property name is not found, it looks within the special object property \_\_proto\_\_. This continues recursively; the process is called "lookup in the prototype chain".

The special property \_\_proto\_\_ is set when an object is constructed; it is set to the value of the constructor's prototype property. So the expression new Foo() creates an object with \_\_proto\_\_ == Foo.prototype. Consequently, changes to the properties of Foo.prototypealters the property lookup for all objects that were created by new Foo().

Every object has a \_\_proto\_\_ object property (except Object); every function has a prototype object property. So objects can be related by 'prototype inheritance' to other objects. You can test for inheritance by comparing an object's \_\_proto\_\_ to a function's prototype object. JavaScript provides a shortcut: the instanceof operator tests an object against a function and returns true if the object inherits from the function prototype. For example,

var f = new Foo();

var isTrue = (f instanceof Foo);

a more detailed example,

Create an Engineer object as follows:

var chris = new Engineer('Pigman, Chris', ['jsd'], 'fiji');

With this object, the following statements are all true:

chris.\_\_proto\_\_ == Engineer.prototype;

chris.\_\_proto\_\_.\_\_proto\_\_ == WorkerBee.prototype;

chris.\_\_proto\_\_.\_\_proto\_\_.\_\_proto\_\_ == Employee.prototype;

chris.\_\_proto\_\_.\_\_proto\_\_.\_\_proto\_\_.\_\_proto\_\_ == Object.prototype;

chris.\_\_proto\_\_.\_\_proto\_\_.\_\_proto\_\_.\_\_proto\_\_.\_\_proto\_\_ == null;

### **Global information in constructors**

When you create constructors, you need to be careful if you set global information in the constructor. For example, assume that you want a unique ID to be automatically assigned to each new employee. You could use the following definition for Employee:

var idCounter = 1;

function Employee(name, dept) {

this.name = name || '';

this.dept = dept || 'general';

this.id = idCounter++;

}

With this definition, when you create a new Employee, the constructor assigns it the next ID in sequence and then increments the global ID counter. So, if your next statement is the following, victoria.id is 1 and harry.id is 2:

var victoria = new Employee('Pigbert, Victoria', 'pubs');

var harry = new Employee('Tschopik, Harry', 'sales');

At first glance that seems fine. However, idCounter gets incremented every time an Employee object is created, for whatever purpose. If you create the entire Employee hierarchy shown in this chapter, the Employee constructor is called every time you set up a prototype. Suppose you have the following code:

var idCounter = 1;

function Employee(name, dept) {

this.name = name || '';

this.dept = dept || 'general';

this.id = idCounter++;

}

function Manager(name, dept, reports) {...}

Manager.prototype = new Employee;

function WorkerBee(name, dept, projs) {...}

WorkerBee.prototype = new Employee;

function Engineer(name, projs, mach) {...}

Engineer.prototype = new WorkerBee;

function SalesPerson(name, projs, quota) {...}

SalesPerson.prototype = new WorkerBee;

var mac = new Engineer('Wood, Mac');

Further assume that the definitions omitted here have the base property and call the constructor above them in the prototype chain. In this case, by the time the mac object is created, mac.id is 5.

Depending on the application, it may or may not matter that the counter has been incremented these extra times. If you care about the exact value of this counter, one possible solution involves instead using the following constructor:

function Employee(name, dept) {

this.name = name || '';

this.dept = dept || 'general';

if (name)

this.id = idCounter++;

}

When you create an instance of Employee to use as a prototype, you do not supply arguments to the constructor. Using this definition of the constructor, when you do not supply arguments, the constructor does not assign a value to the id and does not update the counter. Therefore, for an Employee to get an assigned id, you must specify a name for the employee. In this example, mac.id would be 1.

Alternatively, you can create a copy of Employee's prototype object to assign to WorkerBee:

WorkerBee.prototype = Object.create(Employee.prototype);

// instead of WorkerBee.prototype = new Employee

### **No multiple inheritance**

Some object-oriented languages allow multiple inheritance. That is, an object can inherit the properties and values from unrelated parent objects. JavaScript does not support multiple inheritance.

Inheritance of property values occurs at run time by JavaScript searching the prototype chain of an object to find a value. Because an object has a single associated prototype, JavaScript cannot dynamically inherit from more than one prototype chain.

In JavaScript, you can have a constructor function call more than one other constructor function within it. This gives the illusion of multiple inheritance. For example, consider the following statements:

function Hobbyist(hobby) {

this.hobby = hobby || 'scuba';

}

function Engineer(name, projs, mach, hobby) {

this.base1 = WorkerBee;

this.base1(name, 'engineering', projs);

this.base2 = Hobbyist;

this.base2(hobby);

this.machine = mach || '';

}

Engineer.prototype = new WorkerBee;

var dennis = new Engineer('Doe, Dennis', ['collabra'], 'hugo');

# **Why let and var bindings behave differently using setTimeout function?**

According to MDN,

***let****allows you to declare variables that are limited in scope to the block, statement, or expression on which it is used. This is unlike the*[*var*](https://developer.mozilla.org/en-US/docs/JavaScript/Reference/Statements/var)*keyword, which defines a variable globally, or locally to an entire function regardless of block scope.*

Below is a simple code snippet which should console log out the value of i after 100ms on each loop.

for(var i = 1; i <= 5; i++) { setTimeout(function() {  
 console.log('Value of i : ' + i);   
 },100);}

The **desired** output of the above code is

Value of i : 1  
Value of i : 2  
Value of i : 3  
Value of i : 4  
Value of i : 5

But the **actual** output is

Value of i : 6  
Value of i : 6  
Value of i : 6  
Value of i : 6  
Value of i : 6

The above result is because, **var**definesvariable globally, or locally to an entire function regardless of block scope.

To fix the issue in ES5, we used Immediately Invoked Function Expression (IIFE) to capture the state of variable.

for(var i = 1; i <= 5; i++) {  
   
 (function(i){  
 setTimeout(function(){  
 console.log('Value of i : ' + i);  
 },100);  
 })(i);} **Output:**Value of i : 1  
Value of i : 2  
Value of i : 3  
Value of i : 4  
Value of i : 5

With the introduction of let which defines the variable in block scope, the above code can be refactored as shown below

for(let i = 1; i <= 5; i++) {  
   
 setTimeout(function(){ console.log('Value of i : ' + i); },100);}**Output:**  
Value of i : 1  
Value of i : 2  
Value of i : 3  
Value of i : 4  
Value of i : 5

**let**creates a variable declaration for each loop which is block level declaration. So basically it creates a scope within { }.

# **Variable declaration and scoping rules**

### **Declaring variables with the var keyword**

When you declare a variable using the var keyword, the scope is as follows:

* If the variable is declared outside of any functions, the variable is available in the global scope.
* If the variable is declared within a function, the variable is available from its point of declaration until the end of the function definition.

Unlike what you might be used to from other languages, variables declared with the var keyword have no block scope. In concrete terms, this means that if you declare a variable using var within a for, or any non-function block, the variable's scope extends beyond the block to the end of the block's parent scope. On the other hand, if you declare a variable inside a function with the var keyword, the variable is only available within the function definition, and cannot be accessed outside of the function. We, therefore, say that variables declared with var are function-scoped.

### **Declaring variables with the let keyword**

variables declared using the let keyword have three important characteristics.

* They are **block scoped**
* They are **not** accessible before they are assigned
* They **cannnot** be re-declared within the same scope

Let's see what this means using some examples.

### **Declaring variables with the const keyword**

Variables declared with the const keyword share all the characteristics of variables declared using the let keyword, plus one important distinguishing characteristic:

* They can't be reassigned

const a = 2;

a = 3 // Error, reassignment is not allowed

const a = 2;

const a = 3 // Error, re-declaration is not allowed

## **Variable Mutability**

Regardless of how you declare a variable, using any of the keywords we have discussed, the variable is mutable. Mutability must not be confused with reassignment.

 This difference is highlighted when working with arrays or objects. An example or two will clarify what this means.

### **Object example:**

const person = {

name: 'Michael'

};

person.name = 'Jamie' // OK! person variable mutated, not completely re-assigned

console.log(person.name); // "Jamie"

person = "Newton" // Error, re-assignment is not allowed with const declared variables

## **Accessing a variable before its declaration**

In the section on [declaring variables with let](https://dev.to/simplymichael/variable-declaration-and-scoping-rules-c0k#declaring-variables-with-the-let-keyword), we noted that one of the characteristics of let declared variables is that they are not accessible before they are declared. What does this mean? Let's see.

Consider this piece of code:

console.log(a); // undefined, but no error raised

var a = 2;

In the above snippet, we attempt to read the value of the a variable before its declaration. Instead of getting an error, we get undefined. Why is that? The answer is that var declared variables are moved to the top of the scope at execution.

At runtime, this code is interpreted as:

var a;

console.log(a); // undefined: a is declared, but hasn't been assigned a value, hence no errors raised

a = 2;

This phenomenon is what is referred to as hoisting.

If we try to do a similar thing with a variable declared using let or const, we will get a reference error thrown.

console.log(a); // ReferenceError

let a = 2;

### **nitialization of several variables**

var x = 0;

function f() {

var x = y = 1; // Declares x locally; declares y globally.

}

f();

console.log(x, y); // 0 1

# **Types of dependencies**

Most people only have dependencies and devDependencies, but each of these are important to understand.

##### dependencies

These are your normal dependencies, or rather ones that you need when running your code (e.g. React or ImmutableJS).

##### devDependencies

These are your development dependencies. Dependencies that you need at some point in the development workflow but not while running your code (e.g. Babel or Flow).

##### peerDependencies

Peer dependencies are a special type of dependency that would only ever come up if you were publishing your own package.

Having a peer dependency means that your package needs a dependency that is the same exact dependency as the person installing your package. This is useful for packages like react that need to have a single copy of react-dom that is also used by the person installing it.

##### optionalDependencies

Optional dependencies are just that: optional. If they fail to install, Yarn will still say the install process was successful.

This is useful for dependencies that won’t necessarily work on every machine and you have a fallback plan in case they are not installed (e.g. Watchman).

##### bundledDependencies

Array of package names that will be bundled when publishing the package.

Bundled dependencies should be inside your project. The functionality is basically the same as normal dependencies. They will also be packed when running yarn pack.

Normal dependencies are usually installed from the npm registry. Bundled dependencies are useful in cases normal dependencies are not sufficient:

* When you want to re-use a third party library that doesn’t come from the npm registry or that was modified.
* When you want to re-use your own projects as modules.
* When you want to distribute some files with your module.

# **JS dot-notation vs. bracket notation**

var cat = {

property1: "meow",

property2: "hiss"

}

cat.x  
*undefined*

But why? Why undefined? Is there anyway to access a property by using a variable? Surely there must be a way! Let’s try bracket notation:

cat[x]  
**hiss**

Great Scott— it works! But why didn’t I type quotation marks around x like I did with property1?

cat[x]  
**hiss**cat["property2"]  
**hiss**

Because in a JS object, **all property keys are strings**. When you use dot notation, JS is thinking you are looking for a key whose value is a string of whatever is after the dot. So

cat.x

looks for a property of cat with a key of “x”. But

cat  
*Object {property1: "meow", property2: "hiss"}*

our object cat doesn’t have a property called “x”. Now bracket notation can handle cat[x] because, as said before, the way JS interprets or “unboxes” statements. It runs along and starts to evaluate the first complete statement it encounters. It then evaluates this statement and runs along till it finds the next complete statement, which it then evaluates.

 Let’s illustrate by introducing another wrinkle in our code by way of a new object

var dog = {attribute1: "loving", attribute2: "trueBlue"}

Let’s also give cats a new property with the following value:

cat["loving"] = "something cat's are not"

What if we wanted to access this value of “something cat’s are not” by using the dog object? Can it be done with dot notation?

cat.dog.attribute1  
**TypeError: Cannot read property 'attribute1' of undefined**

Dog is not an attribute of cat, so this will not work. With dot notation we can only move down an object’s property tree by way of its explicit property keys.

But this can be done with bracket notation:

cat[dog["attribute1"]]  
"something cat's are not"

Javascript has seen the opening brackets, but keeps moving till it encounters the first closed bracket. Then it evaluates this statement. In our case above, after the first evaluation, we get

cat["loving"]

Next, JavaScript evaluates this statement, revealing the value stored inside the “loving” key of this cat property:

"something cat's are not"